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**Цель:** написать программу для решения задачи № на сайте Timus Online

**Задача:**

1521. Военные учения 2

Ограничение времени: 1.0 секунды  
Ограничение памяти: 64 МБ

**Вступление**

В ходе недавних военных учений (более подробно эта история рассказана в задаче [«Военные учения»](https://timus.online/problem.aspx?space=1&num=1458)) министр обороны Советской Федерации товарищ Иванов имел возможность лично убедиться в блестящей боевой готовности солдат вверенной ему Советской Армии. Но одна вещь всё же продолжала беспокоить выдающегося военачальника. Прославленный генерал понимал, что была продемонстрирована лишь физическая подготовка солдат. Теперь настало время организовать очередные учения и проверить интеллектуальные способности личного состава.

Генерал Шульман, вновь назначенный ответственным за проведение учений, пожертвовал все выделенные деньги бедным и с чистой совестью лёг спать. Во сне генералу явился учебник по тактике и изложил схему, руководствуясь которой можно провести учения совершенно бесплатно.

**Задача**

В соответствии с этой схемой учения делятся на **N** раундов, в течение которых **N** солдат, последовательно пронумерованных от 1 до **N**, маршируют друг за другом по кругу, т.е. первый следует за вторым, второй за третьим, ..., (**N**-1)-й за **N**-м, а **N**-й за первым. В каждом раунде очередной солдат выбывает из круга и идёт чистить унитазы, а оставшиеся продолжают маршировать. В очередном раунде выбывает солдат, марширующий на **K** позиций впереди выбывшего на предыдущем раунде. В первом раунде выбывает солдат с номером **K**.

Разумеется, г-н Шульман не питал никаких надежд на то, что солдаты в состоянии сами определить очерёдность выбывания из круга. «Эти неучи даже траву не могут ровно покрасить», – фыркнул он и отправился за помощью к прапорщику Шкурко.

**Исходные данные**

Единственная строка содержит целые числа **N** (1 ≤ **N** ≤ 100000) и **K** (1 ≤ **K** ≤ **N**).

**Результат**

Вывести через пробел номера солдат в порядке их выбывания из круга.

**Пример**

|  |  |
| --- | --- |
| **исходные данные** | **результат** |
| 5 3 | 3 1 5 2 4 |

**Принято системой (JUDGE\_ID: 231802FR):**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABC4AAAA0CAIAAADKT+4fAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAHAlJREFUeF7tnX+Im9Wax89sES+l4louzMy1lZs6IP2jUGfY2kQuQrR/XVrahBFMvEgtqMtgZUtxCxNHHDNQZOhiYaAuqIgmxQ5JS7v3r2KgiIl6bSzIWhZrc9eOOxnwKuVKuSIl+zznnPd9z5u8b/JmknQmM9/DQKdvzs/POSdznvc8PwZqtZoIlq5fv37fffcFy9vHuX766af1MMzOZwigOmeIGtYMAWyHNTOVGMjKEsBWWln+XWwdU9lFmP1bVZBl8E/9Ozz0HARAAARAAARAAARAAARAoH8JQBTp37lDz0EABEAABEAABEAABECgjwkMtKWg1ccDRddBAARAAARAAARAAARAAARWE4H2RJFt27atps73pC9kErMehtk5O4DqnCFqWDMEsB3WzFRiICtLAFtpZfl3sXVMZRdh9m9VQZYBFLT6d37RcxAAARAAARAAARAAARDoYwIQRfp48tB1EAABEAABEAABEAABEOhfAhBF+nfu0HMQAAEQAAEQAAEQAAEQ6GMCEEX6ePLQdRAAARAAARAAARAAARDoXwIQRXo9d6WZgXh2wWmlejo+oJPrudkPJ8+T2apRNPukVfK08dgs+emMVTn/G7eyBWm01yBQPwiAAAiAAAiAAAiAAAiYBCCK9HQ9kBwSSRktkEgwnBgtkgdlSqXR5NaZUkP7Zp7ijuTw6ypLNfvkcHKHKlocTQzPfOrR89LFVLqkaueUe2qIM306M5wQmRvNGu0pBVQOAiAAAiAAAiAAAiAAAo0EIIr0alWUXqdriUh5Oh1zWqgWzuZj2UNh9WT3ocx4qiAlCr610BcgrjzhPWkxVWBZZKGQm49lDqqi4ei0SF1UIgpJOwOWWFKtfBULbakfUbVSFuPxqHq+O5oW5YpxS9Or8aNeEAABEAABEAABEAABEGhKAKJIzxbISGaR7iUOhowGhhJnrJsKflqpzOsPh57K1c4k5BWGKw/dcojpKMsfWxK5Wi6hxYxSYUqk92ixZLJWm9yt6qlUhMhtrVfiGgqNivlcQYkfnxZSYrRRXOkZBVQMAiAAAiAAAiAAAiAAAt4EIIr0amWEn1KihW+qnp5NjWcOaSmiPpuy7ohMpYuv6EsUmYPUtPhxarpoiR9GwYVKeT4/qhW0WIlL24rsnqzdiGsR5URosTZp1tir8aNeEAABEAABEAABEAABEGhKAKLIyiwQaRAiMid8xRW+J6F0IzTrsnrnOxNKiyOzlkKX0X++ObFvSMKTpXQ+8TZpcbFUs7VyVJmPHKkMu83oV2b8aBUEQAAEQAAEQAAEQGDdE4AosgJLQMshN2yFK/8+bInGx/O5j+v9ZQ39IR6zda78Sm8JSTOVOgOVyeJ0Pvluo7X8CnBAkyAAAiAAAiAAAiAAAuuZAESROz37ZM4unWj5ySGmGbrRN/bS6+Fuy+y9YfsuHy9U8uMh01TlTg8V7YEACIAACIAACIAACICAP4EeiCILWTtwhsvhrBPywj5S87G7LlmhMJRRhErmEdwoor3cysH1STwNkhbY/KOZtUb4UDaWOqHDiVRPTyTn00fJJ690tzWr44RUs0eS+emjlhW7nl55VZJ8Wzv5Lc2EU+kjpAA2FD0QU5paClRkyvbE1Yud8WP28OWBPa6fmcvtNLR0Lb7nSnaJinBV7ZW12qmeu1LXB/7vyXYdhy3M6J4IrvDwNZ9gLu2MDnnXKYGGxXz5qrlE4+d+VGCMpat2gSvxp62Xccd7cJ3Oke+wSyftL7SruFBey6vDOL3w0cM8Y3Q2bCO0l+8rRel1s/HM07Jhv8OSLlj/jrJlfes+Q/XP8YHnB2a+vDMgSjPPx834ca1apfx3rG+t+tLFz50gFK1++/bbb1tlIduGDCkFxbLkO4otGjLjQoe5KKXpsQptsZiNiXH2LlWX+LmgY7oMnDEt7DxGfq5QTKss/LvVEOc342moms0Ka9wBXXnzUQQaZmsQVg4GogdOw6JO1CU1hDomPHydzD4bxTUERsUDs2OJSP4q2XAsFFaNRuCR4ONozOkD6m+ZF79If2Fkr34Te8L9JGirDVUFLVhbPPuleFMFUukk3Ug/8WWm2kkNKLteCDT93uCVLNy7oPimx6bgdfvE1zru0BdfO7+rLzT+9IsAC7th43BVWMnLXIo0U+LFb/SfNJoC6/dlVodirQh0+U9wq+bsz+WBwf5jzRuOzxteZ5XAVeqMrpr5b7THUcTnzNO6qRYF1ZGgG6No3ZWGHCs1lcvoqlGkmH4uln4rJqY8jqmd1exZmptrpyXKL9LlHnSkZ1UGWQYieOtBqqsXM0gAkHuAd4t9enadzq325YbRR2rPDJzRdezmthyxxPwGUXW6ZBWXXNR0zEGGGRzaGs4ZVBQhBM6hSh7uv2DhhA9V/Eednsjf7aMSiy50bNKnN/oodvZvNXr44jcZOhNQzuNfyQwW2oYTmz60eYsiXC1XaCU6Z6j/8oFD90SdBe2O8ZGRT4H2EYRb1P3nLsmGpPDzjTpx6j5bTegTpDlG/sgZoFWzb9/W8CpaM0Pz+96w5IevaZ0bIjrNdaNsULcADIlCyvMkmaSt9daUW6MM7xKqjQVpiT3eC7LG+87Ya7xH7NXunMh5p6ih2RmM7rk647MXdHZ3cU3DtfXkrrQxetbmqsTuv2sgcutZ3w/Gxq8XF2W3XC3K/0Ko6+2uXZk/wd6nDjpyuI8WPoKEPJw0HkI8jyJ8HDJfFMpM7leKXrW5JSXrtazvYcluOpae9n7529tZlLWvzFR2OLAyBXPLLC5mYg0SQvEtIZ5TP44w6flw8b9iVk5bzJAiR5mqlTVoOYflCpVTSxfUet0TORynwrfSa1IU6YGC1o6Qy4ntPAe7CL9Sq1lOaasf5/J2xD3rFX7pXdI40g5qPTPIjKHQuB3aT1pjjyhTCM94Gr5BPLp4p4SqAhEYuyctfqlobZPbyffE3MWx2sXB9NWbw3t+CH1Av48V995OfmgqUG1OnAxltov08bHc/s3cytWbuQdClLP277+Lb7+dK2mFltInt2ITg4HdE2+ORjfkCz9aqlYLhQsb4uHNpPcSuXbvIvdqbHHilwjrYm2ZpB6KDZkPxibHjFGS/tixW9Qr7skzvyYvGB9duFl5Rj4/vjE/953SrqGahwubVM2143cnn1YKHqRCU8lF5XBo7CM3h1nrxrtvgQgj0+olsKlIs3z4HncHb3EIoKe12o+lnUVr3lrtnPtW5apTKM5Lbnt0ecO8/PfU3t8mBq0FOXc3d0kt9T1NFuTyGvMt5bMXnPzhRzeKC3/XGlBLP+aubjyq9r5Xalmbbz8uLyVtsJevRi7wHpc7kb9wGhJ9DxjfAEv/KHeZCqpbFQT41NGg80wnl0lfq872uj3qPhblr9EXgJmoIdv7Jdt5Ni4zcqppu5xhzW2RWXwl7H9Ykpv99ETuwNyhkfa6us5zl/6Siu2KDg1F40P53GVHKZu0tiLfZxbfqtXeqi3uK0deZaUqv4fDn8dVztoLo8lXbZW8fPJU5ah8Xrw/Ocw1hCffkkLsa7XJh4X4cmbglCiqgq9lyqe04ha1Mnx+VD0vilRqLc5Ql0URNleYitjBv7Mn3NCkRYeHE9uF7GydAcOOkJCBNTjpMOSEn6WLoojIp8OVI1a4QL94GsaENQ/isRZndlWNaWNo+207xHv6mREprG6J7hXCOiHxKeTaP5oaY7DMIEdlHtm1LOEx2gtLniYrQ+FNsas/F5RcREe07Zui8ohmp6H9O2snVQ89UrX0c37voBZOxgZdZ5ft9x5SQguLXmq8C2/PicykVdvY9uLeW7NkFUCHIXHvnHXMCh8eTF/4gUSXln1bVZOKzgQhMLR/xENOphPt1dujSqC9ODg6V7FtRew6q+d+SNkranAkYcrDARpOHTPstY7dsjYXLcjb6ePbVZeG9j+Q2d5sQQZoJ3gWn71gVsAb51ZBmpbJjXaP/yuGALV5d21h5tgvMVPkaPgGaDKk0oc389ZXVvCRI+fqJ1C5Zr/Z7Hpn2VwzFbbOo3zaadGEfDNbbwtKZcIHM3y+Op2dMCMBeB+WKHvp7cQoG5oiBSdQzc5ejsXHCNpQYn86f94ysiWY5/Pp/Tr6wtAfc7XX6He/hyLzr1achocni2Op2T/ro036BR3VLbwvE6vmCq4TTzV7LmVnoPbn9onkeQ7HUPg8H9t3SMe0fs5Dzz/4+FZtzi6LIhwUvJROhZUMMSGOOKYLjIBi7XE6Wtk6YFq0e0j2U5EJMafu2Yo7ksNaGmGb9dkRrbUbOmFZlfnE03D+qLcK4rFqp2fNdyz2wMZljFEe2X/l10p0pPM7SewdVHcO9o+WHwY325cqfKMS3czfOvt/K69o6PTmYSts9rDy3W2jz5tDzV848TvU20nr5TeJRhF5i1K98Qtd8sjm1M+SFtm9+rYMPiiy2gkMjuScd+1bJvkabcm0h+ZX/qYQ2/549MWdWv8f3Bu7evNtOuLzgtwQ2mJXpxew74LkjM4CVqtXJ2cBW6tXfeC8AnBvJZ+94B4Zv54o3+ALT9po6Ue5o0Nb7xb2uwM7d/Pa7D48fTPvboAEvPLEA0ftbUvCT2PlPrTJeD1yYWPxsIOv/WlBib4gYBqCD0hXOpa/nK3JvEipt6HyJamdM5IS+eRWb6NzeaFhlToijrJRim8i4/WG0MZW5i2JOfJqk0iK7JzjtMb7sCRKr0dECeGM21tv1cu5/NhRLUY8HE2LVEEZr1fpnioWGq77NvF7mE++OkCG7+on4rjtMWoYCo2KfGXRrLBSqYrUKafg8Hn17cXPR39ni5Qh9wVbewNctbm7LYrQQLW8QUJELiE8/cmGo9O2nhVPMqtaHYi6hPfpYs6S5vlNgIqh8WkhJaQ7KU5DiRP0hmA22+gVScfT0MzbCOKxamep7ztGqibmAajj8fCRnd+e0qtTIWWJdpJ9qWLeqLAahtTQUAevLvrJsdU/tFCk9c22a30wS1LaKfVnPPvWzuCQtx8JbLnLPJtoOeQDtSS6kQZHju4VqU+aepDzXpDUurOAi3SNaScnP+kxGsl+BeCoI9qf+uwFozTdjkr9SdqbG6P6jnH74oSw5HlT7PGvze4DyWAufnSXcrdb6Ys2/gNiRr0RqDiKWw3UtRxyUV8odWNWUMcqIhAaiRlKUzqUsLZc526yApU0HTKMzs+wg0oVdNhtK+IhALCOukpnEsL/BkbLIc18bHJvXPpd3oelmYjQGu+riPJq7wrfcojLEUuKIPFSpM61491KD5AVrljJyvrJ/THoISX9gqtg7bnAuuernW2L/vVAFDFaLF1MCTYd4TcHlpfehg4tFHLzsfgfnKlicfErkgODpibxNFoF8QjaxIrmI3pxKXHRLy1Ci6xoP/0bJz0ocXeoW+cqboeP7KlPrhUKwtLaamPoWg/qXKN2FivrsxGLpSXSWGnogQ35725Zz3+sXGva7uBvRrWmliubfNErb3Uakn/f2hggsq5yAvW+oRd+zW+/S9m90ZF3mG05uieHWCz4Nq9+QeoF3GRBLp+koW3Flfjshfr61TUF7U1DO4t1JvX1piX2BKzNXXvlQ7oSqbcrq577Lnl1ozSe8bQVoSrYObK0JYMcsvzlsMpLSt1yrzeb3e93qTAl6kxHZCN8TIp8RW5+/K8yFqRqVkmqaUmv/X6HJT56TenLm+FEXswnh1vFJev+QPuuxi/5Zbc21dCWHmmh1Kg8LjHaeahRGNcgHtcsfN1R/r/Gk2/dc74kWXup26IIu+VW52YzhMVQ4kjaN7QFReKjjWleelMMDZGc0DE0BOtNKjP33Xxf1hhbwyeeBtlstQziscwJbeH/O0A4wnYapvufeI5vfodzB7S+YH1xwxu6S+Rzwq1Yk6KOO838l/MXoisgTDt99cir7by7/Fecj+wXbiZFvaVHoM5KPajk3C0x8hslAbuOhiw4WW9kG6qT7S7paCem/at3w1sOTWxIHbPvWChQiYyUwkYmtyJ2gAgOMWHlaehboBEhU18RkAKn1JjiRNYLt5QBFbtPIBWgrh95l67NSvcMZKBlLkh1CudbgiYLctlgeR+Zd6E+e6G+ftLR4r2ptLP8U8DazApup65tsg20rA9cxjOezZVOVsiya9HffmzZhFBwFRFg3SeR3Fr3h3I4Od+FPppvS0lvKjWeObS7vtrS68Nsic43LX6J44mxatZuqaaljE98DkvOJYwTKgDKWi2mkgzWxVjUdQ3x8KGMNl4PH9oXc25IyL78eeLv//CUET3PCANi11A6n3Q0wXS/lHXKhHULU82+OhBnIxOX1UrpP/muZu2lbosibCsyqjUmKcReyYopvntyMVvWQnq4nLnhxBpn4bA+KDhdei7Gzw4rvUt+T6D3J12SFkcT6rnct8orFzV6I1PWBiqRcnZxkvc52WyRpp2loCnL+N7MtDOxfIXKry6khzUalGNVr2rh2ILt1BcgrzSGYY03TxM0kkO2Jkd1tBDmowUJes6oZUmeFL03mvaf5JAufPm6TGaf/jle54QqwIhlFnn1Qda3njHd+MgulKWHd2owWzfUrrhmKmUfd9h+V1jGG8d+yXygBCd5Knr6ssukmLT8j2/UA3zvrsxe0dzchV7okql6xLIJEceVNx66fiFTdcuw/pgwTp/1fQtKC/n6iACtog/uLWvL8qXyREiuCj4Wk+Msa7Ww1lCjObs5yiaRN9178ObocX3NQgtSOs7iyuX1i1rqTRZkm1idVU2O5lx3Oz57ob5+9mDh/y7Azh2wNrN2y2GG86x0csnxDeA5UJbi2H2fYdm1zLirbXJE9jtNgCw6ajfUWz+d1B96159d/lvseaZv5muLbUXI5FWdZyjGsS1v2G8tlS073104qe6FIMsqKt4xHU6fmqOQxxGOwOh3WLrT9Pq+PTZYF+l/qVOIGoruiinjdTJVZ7dXygLkVDnzGi8D34djqYi2FYmIF6R3LJnS91dUDeyMSytfhaNjbFvCUsfDk4tkqq7tTIZzuxa1Zhc/L6sKZ+/PNIan63v4NABLgbH1v33pIrr1sOpztBpmC//fHGxx2jucovQLboZilK7BHWfk6r86WX7HXc2ZwYzsftfFcrHDrbhiuTjhJn37r7onptOumIn+AFuBah99eyU8IzO0V0Xnue2wJJ1XhRr6msBKb4e+hufuPMXt6UJ80jUEZJ0NBVtpzUw4ptKYyv4LTditdRhkGQxQYwElquvXr2/bti1g5v7N1t4w+UYiF7cveeglx8VobU9hICyKDe9OpAF9nsMyqssceZuRZ1GE7ojkdcQO/ZFhak+OO8gPhvQ4rvJTyMhmd7isfEX2arVXQlRh7sCi/UbHeu4W+o3+V09nK08lwuwqxGqx6Sx6gqJXrb2eetIa5yZI72tGzJ0cobeVvW7Rrp+a1tEMlLYG9YHvfPjVb48GvvPBjV+e8gh2cMeGjIYCErjz22Hb0N3Xq78E7N7qz6b3tbSWKTzKl4c92lOdo/jnTRt+Oruz83pQgyeB9v4EA+IqJoCpNCanNPO864ZkFc9bl7sWZBlAFKmHHoSaXcZ9vidxYkKcyCUWZnxFkbOjdOcQPcNXeyRvTFwbFVNlR5Kx63UkBFswYFklJ2J5EW8mijgFOT+FXpG6apxYvLl21A40qR56yScdiSJdXsI+1UlvNuQ/p/umvQH6z9EJLU87K9WHAN1EljtLoK3vjTvbtf5pjWV7CtwxWIPD3P6ZtK73FFup60hXqkJMJUQRIhBkGXTbVmSllvxKtFvn/1tFNnW8fXt3KRQ9UC6w7wtyYSzie5TXHCdpg3K+LXGnT9+mO5O5A03HKa9NXB7Hm2Zv5r98JXgGbzN8mNzdrIgcQn1UXrbUz0r1ITgq5ASB/iEgw61ADumfCUNPQQAEAhKgwOqO0UjAMusnG0SRZc51vf9v8rJ3Nj4XILJpKDSaulgiv/m5eZffMCWEaIN4dl5upmr2RDlzsKmHaS2HOBpZVL5seH2jaLJ1Mg/bz7XyX75MOigGAiAAAiAAAiAAAiAAAq0IQBRpRcjjcw//3xww3nZ/wR60yHOXyy2gUw25JJ4qlMiF8bTpNo58jZPRCMc/8nAJdZGuRI42u28hGxXpRMvw9TEU2mEGQqpWvhLpPUqYCeC/fBlUUAQEQAAEQAAEQAAEQAAE2iEAUaQdWjKvp/9v9gNop5LyoOU4LHa3QcHmUxHydKwFA/vDfEVHQy7NuBW0UlOiqCzdPRM77SW/yY5ZiMrFUertmE2k3zWfjkq7kQD+y9tmggIgAAIgAAIgAAIgAAIg0C4BiCJtEgvg/7tljeE9LKsowcBK4clSOqVDo8yGbpDL3XzuYx1UM5b1iWwoC3MISLqF0WWlV3IV6sQV44UCjEhv6N3of8sBIgMIgAAIgAAIgAAIgAAItCQAD1r1iIIY+7fEuh4yANR6mGWMMSABbIeAoJANBJoTwFZaMysEU7lmprKTgQRZBrgV6YQwyoIACIAACIAACIAACIAACCyTAESRZYJDMRAAARAAARAAARAAARAAgU4IQBTphB7KggAIgAAIgAAIgAAIgAAILJMARJFlgkMxEAABEAABEAABEAABEACBTgi0Z7beSUsoCwIgAAIgAAIgAAIgAAIgAAI2gfZEkcHBwTXPbmlpaT0Ms/N5BKjOGaKGNUMA22HNTCUGsrIEsJVWln8XW8dUdhFm/1YVZBlAQat/5xc9BwEQAAEQAAEQAAEQAIE+JgBRpI8nD10HARAAARAAARAAARAAgf4lAFGkf+cOPQcBEAABEAABEAABEACBPiYAUaSPJw9dBwEQAAEQAAEQAAEQAIH+JQBRpNdz99kbmxJnvndaWZpPbNLJ9dzsx2fHrSyb3vhMffD5G/ajpsWpOZ3e+Nyo0iiemF/q9ZhRPwiAAAiAAAiAAAiAAAi0JABRpCWiTjKQYPD4tFEBySEPHtz50c8yFXY++5AlaRh5SA55/L/f+VZm+fbdK4//6QyLDrteVoXU43cOCJF66cn76/rGzV15Vxb9n3euRC1R5/sziej0VEGV/WjnwQddUkon40NZEAABEAABEAABEAABEFguAYgiyyXXqpy82Xj8Smpqn5Nz6dL58/vefeYR9WTXM+8cmL4k7y74qkSJHOKzS2kx9eKTymvy4PhLU2fPXTIuVWTmf3v27NRHx1Q1fA2iRYvPL02LqZfGZdH7H9t/4Py5Ilf52fvPnk999PIu1eojJNNYv7caAz4HARAAARAAARAAARAAgZ4RgCjSM7QP8s1G9k+/NxoYfPL9n7NKVOD017+e1b8Njmd/fl+JH25R4fv/vVLfwc/eO3h+qvCylmfM/HxzYj3//tK5s/v2R6hKKdtErew9Gy4qBgEQAAEQAAEQAAEQAIG2CEAUaQtXG5kfGdc3G35llubfnD7wzjP6ssI7l7zQcCliBSglzUUeela8+x+WBte+39/vY0PSxoCQFQRAAARAAARAAARAAAS6SQCiSDdpBq9LGo2Id443E1fYaCRtK2KpuqWK177Hmga953sVSi99++Cm48ro/fyzD116TJmKsA2JpdAVvLvICQIgAAIgAAIgAAIgAALdJvD/Thi98JcwMPcAAAAASUVORK5CYII=)

**Решение на языке С++:**

|  |
| --- |
| #include <vector> |
|  | #include <algorithm> |
|  |  |
|  | class List |
|  | { |
|  | std::vector<int> v; |
|  | int size, bottom, step, current, remains; |
|  |  |
|  |  |
|  | inline int nextpow(int x) |
|  | { |
|  | x--; |
|  | for(int i = 1; i <= 16; i \*= 2) |
|  | x |= x >> i; |
|  | return x + 1; |
|  | } |
|  |  |
|  | int log(int x) |
|  | { |
|  | int ret = 0; |
|  | while(x /= 2) |
|  | ret++; |
|  | return ret; |
|  | } |
|  |  |
|  | inline int pow2(int n) |
|  | { |
|  | int ret = 1; |
|  | while(n-- > 0) |
|  | ret \*= 2; |
|  | return ret; |
|  | } |
|  |  |
|  | inline int parent(const int& node) const |
|  | { |
|  | return node/2; |
|  | } |
|  |  |
|  | inline int rightchild(const int& node) const |
|  | { |
|  | return node\*2 + 1; |
|  | } |
|  |  |
|  | inline int leftchild(const int& node) const |
|  | { |
|  | return node\*2; |
|  | } |
|  |  |
|  | inline bool intree(const int& node) const |
|  | { |
|  | return node <= bottom + size && node > 0; |
|  | } |
|  |  |
|  | public: |
|  | List(int n, int step) : size(n), step(step), current(step), remains(n) |
|  | { |
|  | v.resize(nextpow(n\*2)); |
|  | int height = log(n\*2 - 1); |
|  | bottom = pow2(height) - 1; // The node immediately preceding the first leaf |
|  |  |
|  | for(int i = bottom + 1; i <= bottom + n; i++) // Leafs have key 1 |
|  | v[i] = 1; |
|  | for(int i = bottom; i >= 1; i--) // Internal nodes' keys are the sum their childrens keys |
|  | v[i] = (intree(leftchild(i)) ? v[leftchild(i)] : 0) |
|  | + (intree(rightchild(i)) ? v[rightchild(i)] : 0); |
|  | } |
|  |  |
|  | int remaining() |
|  | { |
|  | return remains; |
|  | } |
|  |  |
|  | int getNext() |
|  | { |
|  | if(remains-- == size) // We're already at the first one so we handle this one directly |
|  | return current; |
|  |  |
|  | int node = bottom + current; |
|  | while(node) // Bubble up a subtraction through the tree |
|  | { |
|  | v[node]--; |
|  | node = parent(node); |
|  | } |
|  | node = bottom + current; |
|  |  |
|  | int k = step; // The remaining amount of soldiers that we need to skip |
|  | enum source { left, right, up }; // The direction we arrived from to a node |
|  | source source = right; |
|  |  |
|  | // Our main routine - start at a leaf, search our way through the tree until we have |
|  | // skipped the amount of soldiers that need to be skipped |
|  | while(k) |
|  | { |
|  | int lc = leftchild(node); |
|  | int rc = rightchild(node); |
|  | if(source == up) |
|  | { |
|  | if(intree(lc) && k > v[lc]) // We can skip the entire left subtree |
|  | { |
|  | k -= v[lc]; |
|  | source = up; |
|  | node = rc; |
|  | } |
|  | else if(!intree(lc) && k == v[node]) // Final leaf found |
|  | k--; |
|  | else // The answer lies in our left subtree, enter it |
|  | { |
|  | source = up; |
|  | node = lc; |
|  | } |
|  | } |
|  | else if(source == right) // Always go up when we've come from a right subtree |
|  | { |
|  | source = node == rightchild(parent(node)) ? right : left; |
|  | node = parent(node); |
|  | } |
|  | else // Coming from the left |
|  | { |
|  | if(intree(rc) && k > v[rc]) // We can skip the entire subtree in this case |
|  | { |
|  | source = node == rightchild(parent(node)) ? right : left; |
|  | k -= v[rc]; |
|  | node = parent(node); |
|  | } |
|  | else // Our answer lies within the right subtree; we must pursue our destiny there |
|  | { |
|  | node = rc; |
|  | source = up; |
|  | } |
|  | } |
|  | if(!intree(node)) // This happens whenever we started somewhere and couldn't find k |
|  | { // successors to the right of us in the tree - in this case, we |
|  | node = bottom+1; // wrap around from the leftmost soldier leaf |
|  | k -= v[node]; |
|  | source = right; |
|  | } |
|  | } |
|  | return current = node-bottom; // Transform from tree index to soldier number |
|  | } |
|  | }; |
|  |  |
|  | int main() |
|  | { |
|  | int N, K; |
|  | scanf("%d %d", &N, &K); |
|  |  |
|  | List list(N, K); |
|  | while(list.remaining()) |
|  | { |
|  | int ans = list.getNext(); |
|  | // So this is just a faster way of printing a number than having to call printf and |
|  | // do their generalized stuff. It shaves off another 0.1s from the solution |
|  | char s[9]; |
|  | int l = 0; |
|  | while (ans) |
|  | { |
|  | s[l++] = ans % 10; |
|  | ans /= 10; |
|  | } |
|  | while (l--) |
|  | putc('0' + s[l], stdout); |
|  | putc(' ', stdout); |
|  | } |
|  | return 0; |
|  | } |

**Суть алгоритма:**

Создайте полное дерево с n листами, имеющими ключи 1 (соответствующие нашим солдатам), и каждому другому узлу, имеющему в качестве ключа сумму двух его потомков. Каждый раз, когда мы вычисляем «преемника» (как определено в задаче) какого-либо солдата, мы начинаем с его листа, всплываем на вычитание по дереву и начинаем обход дерева от листа с помощью узловых ключей, чтобы помочь нам найти его преемник - в каждом узле дерева мы можем использовать его ключ, чтобы пропустить некоторое количество солдат, не посещая левое поддерево. Например, если нам нужно пропустить дополнительных 5 солдат, и мы находимся в узле, левый дочерний элемент которого имеет ключ 3, мы пропускаем это поддерево и продолжаем поиск в правом поддереве, чтобы остальные 2 солдата пропустили его. Решение несколько длинное, есть и более короткие.